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Abstract

Collaboration based on computers involves two factors, human users and computer systems. When we hope to build a feasible and efficient collaborative system, we must consider both factors. Currently, it has increasingly become apparent that the collaborative system without human involvement is not only unfeasible, but also undesirable from points of view of reliability and safety. Thus, separating agent from object has been drawing attention to design collaborative systems in recent years.

In this paper, we propose a new role agent model that combines object, agent, and role concepts. It defines roles clearly and formally, considers more about human users’ participation in collaboration with roles, and provides facilities to apply roles with role agents. With exact roles defined and the help of role agents, a human user may easily contact a collaborative system, clearly understand how to use the system, and obtain higher productivity of collaboration.
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1. Introduction

CSCW (Computer-Supported Collaborative Work) applications or collaborative systems involve both computers and people. It has increasingly become apparent that the collaborative system without human involvement is not only unfeasible, but also undesirable from points of view of reliability and safety. Thus, separating agent from object has been drawing attention to design collaborative systems in recent years [6].

In the CSCW community there is no doubt about the importance of roles [2]. However, not much research about the role concept has been performed [20]. Only some authors tried to use roles in workflow control to improve coordination [3, 4, 5].

In the object community, there is widespread agreement that the concept of role is important for object modeling [11]. However, because there is no fundamental discussion and well-defined role concept, traditional OO (Object-Oriented) models have difficulty expressing roles [10, 19].

The object-oriented role model identifies archetypal structure of elements and describes it as a corresponding and reoccurring structure of role. It hopes to express easily collaboration among objects and takes the natural meaning of roles [18].

However, a collaborative system will execute among objects and people. In a CSCW system, there are always many objects that represent the states of collaborators involved. These objects are different from other objects, such as documents and other different resources.

As a matter of fact, role definition is itself a difficult job in managerial and behavioral sciences and many consultant companies offer services such as position or role descriptions to help enterprises find a correct person to do a special job [1, 12, 13].

In RBAC (Role-Based Access Control), a role is defined as a semantic construct forming the basis of access control policy [17]. However, we still need to define and clarify the role concept in collaboration with our specific requirements.

Because agents are identified with autonomous active objects and incorporate properties like concurrency, reactivity, and autonomy [8], we believe that agents can certainly help the interactions between human users and collaborative systems.

In this paper, we hope to propose a new model that combines objects, agents and roles to overcome the difficulties in the interactions between human users and traditional CSCW systems. Our key point is to view a role as an independent concept in collaborative systems.

The basic idea of our approach is that if users log into a collaborative system that can designate clearly what objects they can access with specific rights, and can designate which users they can manage or communicate with, they can accomplish their jobs meaningfully and efficiently. In this style, collaboration is done successfully. In our approach, a human user is represented as one agent in a system.
The following scenario is one of our model’s typical applications.

- A collaborative system built with this model is installed on a server.
- Some collaborators create objects and define roles in the system.
- Each collaborator involved in collaboration works on his/her client computer with logging into the system.
- The collaborator will directly use the interface provided by a role agent.
- Through the role agent that may be tuned by other collaborators (with the help of other role agents), the collaborator will access objects, contact other role agents, and contribute to the collaboration.
- The result of the collaboration is reflected by the states of objects in the system.

In the second section, we discuss the key concepts role and role agent in our model. Then, we introduce other basic concepts in a collaborative system with role agents. After we define the basic components in our role agent model abstractly, we discuss the interface design of some primitive roles in collaborative systems. Before the conclusion, we mention some related research on roles and agents. Finally, we conclude that the role agent model can bring us more advances in building collaborative systems.

2. The Characteristics of Roles and Role Agents

In behavioral science, a role is defined as a prescribed pattern of behavior expected of a person in a given situation by virtue of the person’s position in that situation [12].

Within an organization individuals fill a specific position. A position in this respect represents a specific “seat” which has certain privileges and accompanying responsibilities [5]. A role should be defined as a set of capabilities and an expected behavior [6].

Nevertheless, it is difficult to describe a role clearly and strictly because natural languages are by their very nature ambiguous. For this reason, different persons in identical positions may make different contributions.

In an information system, we may clearly specify the responsibilities and capabilities of a person with some special technical methods. This possibility is due to the exactness of computer languages and the limited computer resources a person can control and access at any time.

A role can be defined as an entity consisting of a set of required permissions, a set of granted permissions, a directed graph of service invocations, and a state visible to the runtime environment but not to other agents [2].

A role can also be defined as an abstraction of the behavior of an object, which consists of a subset of the interactions of that object together with a set of constraints on when they may occur [10].

In a RBAC system, a role is a job function within the context of an organization with some associated semantics regarding the authority and responsibility conferred on the user assigned to the role [9].

In UML, a role is defined as a named specific behavior of an entity participating in a particular context [18].

In OO models, a role type describes the view one object holds of another object. One can say that the object plays a role specified by a role type [16].

The above definitions have difficulties in describing clearly the responsibilities a human user should take in an organization or in collaboration.

In the collaboration view, a role is the part of an object that fulfills its responsibilities in the collaboration. A role always belongs to a specific larger behavior that involves other roles, called a collaborative behavior [10].

In fact, in a collaborative system, a role is an independently existing entity or object. The relationship between a role and a human user is similar to that between a costume and a human being. A role exists whenever there is a human user performing it, just as there is a costume whenever there is a human putting it on.

Based on this view of roles, we characterize a role as follows.

- A role is an independent object in a system. We can define it separately.
- A role can be performed by a human user or by many human users at the same time.
- A role can be created, changed and deleted by a human user with a special role.
- A role is mainly concerned with an interface between human users and systems.
- A role is enacted in groups.

With the role concept shown above, we can introduce a special agent as a service provider to a person with a relevant role. We call it a role agent. As special agents, role agents mainly support the functions such as reminding human users of responsibilities, restricting the accessibilities to objects, and transferring messages to other objects and role agents. They accomplish these tasks by their knowledge about the roles in the system.

Using a similar analogy method as above, a role agent is similar to a special server who serves a human that wears a special costume!

Therefore, we can characterize a role agent as follows.

- A role agent is created when a human user logs into a system. That means a human user’s logging in results in the creation of a role agent, which is actually a combination of a role and an agent.
• A role agent is destroyed when a human role transfers to another role or the human user logs out. The similar idea in normal life is that, when a human changes into another costume, a new server will serve him or her.

• For each human user who has registered, there is an agent for him or her. There is one role agent for each logged human user. However, there is no role agent for a human user who has not logged into the system.

• In contrast to a role, a role agent is temporal and dependent on an agent. A human user may transform to other roles based on his/her interaction with the system.

• A role agent may provide services or respond to human user’s messages autonomously.

3. Basic Concepts in the Role Agent Model

By introducing roles and role agents, our model hopes to propose a method to define roles clearly and exactly at first, then apply the roles in collaboration. Instead of taking roles and objects with the same identities [16], we consider roles as representative tags for human users to access system resources.

In collaboration, there are human factors and system factors. We call the persons who are involved in the collaboration human users. We call the system the human users are using a collaborative system.

In collaboration, there are human factors and system factors. We call the persons who are involved in the collaboration human users. We call the system the human users are using a collaborative system.

Even though a human user in collaboration cannot be changed physically, his or her role may be changed in collaboration. Therefore, in a collaborative system, we can define a role as a definite state of a human user.

Roles are generally defined by responsibilities. From an object-oriented viewpoint, we can use messages a human user can send to express a role’s responsibilities. Therefore, a role is expressed by an interface between a human user and the system. The interface is actually composed of a list of messages to objects in the system. The interface will change based on the messages a human user has issued. There is a special agent that represents the existence of a human user in the system. A role agent is an agent holding a role and a service provider to a human user. We introduce a group as a set of agents that facilitate a role’s specification, because roles are generally defined and enacted within groups [13].

The shared objects are changed by the messages issued by the human users, and the human users finally produce a result of collaboration by these objects.

In an object-oriented view, a collaborative system is itself an object that is composed of objects. Every object has a list of messages the human users or other objects can send to it. An object provides a different list of messages to different human users based on their roles.

Therefore, a collaborative system provides different interfaces to a human user when he/she changes his/her role.

In summary, in our role agent model for collaborative systems, there are concepts as follows.

• An object can be used to express everything in a collaborative system [14].
• We accept classes as templates of objects [14].
• A human user is a person who is involved in collaboration.
• A message is a command that may be issued by a human user.
• An interface is a list of messages sent by a human user to objects in the system or to the system itself.
• An agent is a special object that represents a human user.
• A group is a set of agents.
• A role is an entity that expresses the responsibilities and capabilities a human user holds. It is expressed by a specific interface including messages to classes, objects and groups.
• A role agent is a special agent relevant to a specific role.

With the introduction of roles, a collaborative system will support the collaboration mode depicted in Figure 1, where each human user should log into the system with a role. With a role, he/she uses a specific interface provided by a role agent to access objects in the system, to send messages and transfer to other roles. With the interactions of between the human users and the system, collaboration takes place and produces the outcomes expressed by the objects in the system.

Figure 1. The collaborative mode based on roles

In agent systems, an agent will do a job according to its knowledge to the whole system. In a collaborative system, a human user will ordinarily accomplish his/her tasks by his/her own decision. In our model, therefore, role agents are helpers of human users and provide special interfaces between human users and the system.

In the next section, we hope to describe every concept with a formal definition, which can form components of a collaborative system built with this model.
4. Definition of Basic Components of the Role Agent Model

From the above discussion, we can model a collaborative system as a tuple $\Sigma$:

$\Sigma := <\{C\}, \{O\}, \{A\}, \{R\}, \{A_r\}, \{G\}, s_0, \{H\}>$, wherein,

- $\{C\}$ is a set of classes;
- $\{O\}$ is a set of objects;
- $\{A\}$ is a set of agents;
- $\{R\}$ is a set of roles;
- $\{A_r\}$ is a set of role agents;
- $\{G\}$ is a set of groups;
- $s_0$ is the initial state of a collaborative system; and
- $\{H\}$ is a group of human users.

From the view that everything in the world is an object and every object has a class[14], an object [15] must be

- “uniquely named”, i.e., any object should carry a unique name or identification;
- “created or destroyed”; and
- “communicative”, i.e., an object can exchange messages with other objects;

and may be

- “nested”, i.e., a complex object has other objects as its components (which in turn may have object components);
- “active and autonomous”, i.e., an object is not controlled directly by people; and
- “collaborative”, i.e., collaborative relationships between objects arise.

In daily life, “communicative” might be implicit. For example, a cart can be moved only when one pushes it. This situation can be seen in the following way. It is the cart that accepts a message “go” from someone, and it goes by responding to this message. Hence, the “communicative” property of a cart is implicit and “pushing” is a message passing or a communicating style. That’s why we use agents to express the objects that possess all the properties discussed above [2].

Considering the general meaning and properties of objects, we can express a class by a quadruple. We can define a class expressed by $C$ in a quadruple.

$C := <\mathcal{N}, \mathcal{D}, \mathcal{F}, \mathcal{X}>$, where

- $\mathcal{N}$ is the identification of the class;
- $\mathcal{D}$ is a space description for storing the state of an object;
- $\mathcal{F}$ is a set of the function definitions or implementations; and
- $\mathcal{X}$ is a unified interface of all the objects of this class. It is composed of all messages to the objects of this class.

In the following discussion we emphasize that an identification has two parts, one is an internal identification, and the other is an external one generally a character string.

With introducing the concepts of inheritance, we can redefine a subclass $C_s$ ($\{C_s\}$ is a subset of $\{C\}$) as follows.

$C_s := <\mathcal{N}, \{C\}, \mathcal{D}, \mathcal{F}, \mathcal{X}>$, where

- $\{C\}$ denotes a set of superclasses identified by their identifications or names, and
- $\mathcal{N}, \mathcal{D}, \mathcal{F},$ and $\mathcal{X}$ have the same meanings as those of $C$.

With the class defined, we can define an object based on a class. An object is defined as $O := <\mathcal{N}, C, S>$, wherein,

- $\mathcal{N}$ is the identification of an object;
- $C$ is the object’s class identified by the class identification or name; and
- $S$ is a body or an actual space whose values are called attributes, properties, or a state.

An agent is defined as an entity consisting of a set of provided services [2].

In our model, an agent $A$ is a special object that represents a human user that is involved in collaboration and may log into the system.

$A := <\mathcal{N}, C_o, S>$, wherein,

- $C_o$ is a special class that describe the common properties of human users; and
- $\mathcal{N}$ and $S$ have the same meanings as that in the definition of $O$.

The $C_o$ of an agent will reveal the differences from ordinary objects. We can also introduce special identifications to distinguish agents from objects.

To distinguish agents from objects, we can use message responses. Objects respond to messages by initiating their class methods, but agents may respond to messages by showing the messages to the human user it represents, or just transfer these messages to other agents. To support the functionalities of role agents, an agent class should have the knowledge about groups, classes and objects in of the system.

To facilitate interactions among objects, we use messages. A message $M$ can be defined as $M := <\mathcal{N}, T, \{O\}>$, wherein,

- $\mathcal{N}$ is the identification of the message;
- $T$ means the receiver of the message expressed by an identification of a class, an object or a group; and
- $\{O\}$ is a set of objects taken as parameters.

In a traditional OO model, we concentrate mainly on objects and their classes, because executable programs will run automatically with little interaction with human users. Traditional OO paradigm emphasizes the messages accepted by a class of objects. However, it did not consider much about the messages an object may send.
out. In our role agent model, we emphasize that a role is mainly concerned with the messages that may be sent out.

Agents taking part in a cooperation process play at least one role. A role requires the agent to have permissions and capabilities, whereas an agent playing a role commits itself to the obligations specified by the role. During the execution of a cooperation process an agent can change its role. This allows us to have roles designed for a particular purpose and therefore easy to maintain [2].

A role can show the specialties of some human users, it provides human users messages to access objects, classes and groups. A role \( R \) can be defined as \( R := < N, P, I > \), wherein,

- \( N \) is the identification of the role;
- \( P \) is a description in a natural language for the role;
- \( I \) denotes a set of messages, wherein, \( M_o, M_m, M_i \) express different sets of out messages for this role, that is, messages to an object, messages to a class, and messages to a group. We can extract these messages from the interfaces of classes. In implementation, it is a list of links or buttons that a human user can click; and

- \( M_o, M_m, M_i \) denotes a set of messages. In \( M_o, M_m, M_i \), we can divide the messages into two categories. One is any-messages, and the other is all-messages. By any-message we mean that the message may be sent to any member of the group or any instance of the class; and by all-message, we mean that the messages should be sent to all the members of a group or all the instances of the class.

The difference between the \( I \) of \( R \) and the \( X \) of \( C \) is:

- The \( N \) of messages in the \( X \) of a class \( C \) are the same. In other words, the messages will be sent to an instance of this class; but
- The \( N \) of messages in the \( I \) of a role \( R \) are different, they may be an object, a group, or a class.

A role agent is an agent with a specific role attached. It can accept messages from and can send messages to other agents. An agent in a collaborative system is a representative for a human user, and it has all the information the human user hopes to store in a system.

One important aspect for a role agent is that it may not make a decision for the human user it represents, and it may show many possible choices for the human user and let him/her to make the decision. From the computer interface’s viewpoint, a role agent should show a list of menus or buttons for the human user to click.

Another important function of a role agent is that it must help a human user to participate in collaboration. For example, if a human user wants to send a message to all members of a group, it should find all the members and send out the message to them; if a human user wants to send a message to any instance of a class, it should find an instance of a class to send the message and to make sure that the message touches the instance.

A role agent \( A \) can be defined as \( A := < N, R, A > \), wherein,

- \( N \) is the identification of the role agent;
- \( R \) is the human user’s role identified by the role’s identification or name; and
- \( A \) is an agent that represents a human user.

In reality, human users work in a group and hold roles. In our model, we define a group a set of agents. \( G := < N, \{ A \} > \), wherein,

- \( N \) is the identification; and
- \( \{ A \} \) is a set of agent identifications.

We call an agent that belongs to a group a member. The initial state \( s_0 \) is expressed by initial values of all the components, such as, primitive roles, initial objects, and so on.

With the participation of human users \( o \), a collaborative system \( \Sigma \) evolves, develops and functions.

5. The Interface of a Role Agent

From the above, a role is an internal structure, and a role agent provides a human user a special interface corresponding to the role the human user is performing. In the basic structure of collaboration based on role agents, we can support interactions between human users and role agents by defining a specific interface.

The interface of a general role should support the interfaces as follows. That is to say, a role agent will show this kind of interfaces to a human user with a definite role.

- The human user’s current role.
- The role’s description.
- The human user’s profile such as name, title, etc.
- The list of classes, groups and objects the human user can access.
- The message sending facilities:
  - The all-messages to classes and groups
  - The any-messages to classes and groups
  - The messages to objects

This interface seems similar to an email tool interface. However, this interface supports broader categories of messages including ordinary text messages. For example, in this interface a human user can send a message to all instances of a class, and this message will lead to the changes of the states of all the instances of the class. The messages also include those which can help human users get the states or contents of selected objects.

Please note that, without roles and role agents, it would be very difficult to let human users to send out
messages to any instance or all instances of a class, or to any member or all members of a group.

6. Primitive Roles to Support Role Agents

In a collaborative system, to support the role agents, we must design some predefined roles (also called primitive roles), such as role definition role, group definition role, class definition role, and object instantiation role.

The interface of a role definition role should include the following:
- The role’s name.
- The role’s description.
- The list of classes, groups, and objects the human user can access.
- For a class, list the messages
  - For each message, specify it to all instances or to any instance.
- For a group, list the messages
  - For each message, specify it to all members or to any member.
- For an object, list the messages.

The interface of a class definition role should include the following:
- The class’s name.
- The class’s description.
- A list of classes to be selected as superclasses of this class.
- A form to specify the data structures, such as, names and their types or classes.
- A form to specify the functions, such as, function names, return types, and parameter names and parameter types. We can describe the processing of relevant functions by applying specific programming languages, such as, C++ or Java.

The interface of a group definition role should include the following:
- The group’s name.
- The group’s description.
- The list of agents the human user can select as members of this group.

The interface of an object definition role should include the following:
- The object’s name.
- The object’s description.
- The list of classes the human user can select as a class of this instance (object).
- After a class is selected, list all the instance variables that the human user can specify their values.

7. Related Works

Cesta and D’Aloisi conceived that the design of interfaces presents a high degree of complexity since the relationship with the user and his/her needs is very critical. They proposed to build interfaces as personal agents [7].

Cabri, Leonardi and Zambonelli defined a role with four elements in their XRole language [6]:
- Name. The name given to the role.
- Description. A high-level description of the role.
- Keyword. Zero or more keywords can be used to identify the role.
- Action. It describes actions available to the agent if it assumes this role.

The above description is coming from the intuitive view to a role in managerial and social activities. In computer-supported collaboration, the actions taken by a role is more important than other attributes. In XRole, the actions are described with a list of action names and comments. However, the roles do not connect directly to objects human users hope to control and manage. This description is too general to really support the jobs of a human user. The action is only a textual description.

Genilloud and Wegmann discussed role as a modeling concept completely in an object-oriented view [10].

Depke, Heckel and Kuster provided a method to improve the agent-oriented modeling process by roles. They introduced a concept of roles in order to support the transition in a systematic way and thereby improve the agent-oriented modeling process [8].

Yu and Schmid proposed a conceptual framework for agent oriented and role based workflow modeling. In their paper, they view a business process as a collection of autonomous, problem solving agents which interact with others when they have interdependencies [19].

The above contributions motivated us to construct our role agent model.

8. Conclusion

Providing role agents can help human users to know exactly what they can do in a computer-supported collaboration. With the help of role agents, different human users can get specific supports for his or her current positions. The role agent model considers both the computer and human factors, and it defines human users as a part of the system. More important is that, with the role definition role agent, a human user can define new roles in the system and make the collaboration more practical and applicable. Even better is that, with roles and role agents, human users can easily send out messages to groups and classes.
In this paper, we discussed the basic concepts of roles in a collaborative system, specified the basic components of it, and emphasized the importance of role agents. Our key point is to view a role as an independent entity that can be performed by human users.

In the role agent model, we define roles clearly and formally, consider more about human users’ participation in collaboration with roles and provide facilities to apply roles with role agents. With exactly defined roles and the helps of role agents, human users may easily contact a collaborative system, clearly understand how to use the system, and obtain higher productivity of collaboration.

This paper also presented an implementation guide by defining some primitive roles.
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